1. **What is the difference between TDD and BDD?**

Test-Driven-Development (TDD) is a methodology where a test that satisfies a requirement of the application is written first, then minimal code is written to make the test pass. The test is then refactored to make it fail, thus requiring refactoring of the application code to make the test pass again. This is known as the Red-Green-Refactor cycle, based on the JUnit test result bar being red when a test fails, and green when a test passes. TDD is good for testing the functional implementation of an application in parts. This generally makes for more concise code written by developers.

Behavior-Driven-Development (BDD) is a methodology where a desired behavior of the application is written first, usually in plain English, with all people involved in the project contributing, then test code is written based on the behavior described in the first part of BDD. The functional application code to satisfy the behavior is written, then rewritten if the code doesn’t work properly. This makes for more results-based code written by the entire team. BDD is more result-based than TDD and can test configuration and SQL statements.

In summary, TDD involves writing a test first, then writing code to implement a requirement of the application to make the test pass. BDD involves defining the desired behavior, then writing a test based on that behavior, then writing the application code to meet the requirements of the behavior.

BDD also requires fewer unit tests than TDD.
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1. **What does mocking a class allow you to do?**

When writing code, sometimes we need to test the methods of a class without relying on other classes and/or services. This is usually not possible in normal testing, so we create a fake, or mock, class/object that supplies the needed external parameters for the method under test allowing us to verify the method’s proper behavior. Mocking a class allows us to remove the external dependencies of a class and substitute for them with a mock object.
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